### The Stream API: Solving Problems by Engaging Deeper Values of Intelligence

Wholeness of the Lesson: The stream API is an abstraction of collections that supports aggregrate operations like *filter* and *map*. These operations make it possible to process collections in a declarative style that supports parallelization, compact and readable code, and processing without side effects. Deeper laws of nature are ultimately responsible for how things appear in the world. Efforts to modify the world from the surface level only lead to struggle and partial success. Affecting the world by accessing the deep underlying laws that structure everything can produce enormous impact with little effort. The key to accessing and winning support from deeper laws is going beyond the surface of awareness to the depths within.

Some material in the beginning may be a repeat (JL)

What Are Streams and Why Are They Used?

1. A stream is a way of representing data in a collection (and in a few other data structures) which supports functional-style operations to manipulate the data. From the API docs: A stream is “a sequence of elements supporting sequential and parallel aggregate operations.” Streams provide new ways of accessing and extracting data from Collections.
2. To understand why they are used, consider the following task as an example: Given a list of words (say from a book), count how many of the words have length > 12.
3. Imperative-style solution:

Issues:   
i. Relies on shared variable *count*, so may not be thread safe  
ii. Commits to a particular sequence of steps for iteration  
iii. Emphasis is on *how* to obtain the result, not *what*

*int count = 0;*

*for(String word : list) {  
 if(word.length() > 12)   
count++;*

*}*

1. Functional-style solution (using ideas introduced in previous Lesson)

*final long count = words.stream().filter(w ->w.length() > 12).count();*

Advantages:  
i. Purely functional, so thread safe  
ii. Makes no commitment to an iteration path, so more parallelizable  
iii. Declarative style – “what, not how”

Example of parallelizing stream processing: (on a multi-core processor, this is a real speedup)

*final long count = words.parallelStream().filter(w ->w.length() > 12).count();*

Facts About Streams

1. *Streams do not store the elements they operate on*. Typically they are stored in an underlying collection, or they may be generated on demand.
2. *Stream operations do not mutate their source*. Instead, they return new streams that hold the result.
3. *Stream operations are lazy whenever possible.* So they are not executed until their result is needed. Example: In previous example, if you request only the first 5 words of length > 12, the filter method will stop filtering after the fifth match. This makes it possible to have (potentially) *infinite streams.*

Template for Using Streams

1. *Create a stream*. Typically, the stream is obtained from some kind of *Collection*, but streams can also be generated from scratch.
2. *Create a pipeline of operations*. Each of the operations transforms the stream in some way, and returns a new stream.
3. *End with a terminal operation.* The terminal operation produces a result. It also forces lazy execution of the operations that precede it.

NOTE: After a terminal operation on a pipeline of operations on a stream, the stream can no longer be used. You have to be careful not to attempt to re-use a stream after a terminal operation has been called on it.

Example from Lesson 8:

*List<String> startsWithLetter =*

*list.stream() //create the stream*

*.filter(name ->name.startsWith(letter)) //build pipeline*

*.collect(Collectors.toList()); //invoke terminal operation*

Ways of Creating Streams

1. Obtain a *Stream* from any *Collection* object with a call to *stream()* (this *default* method was added to the *Collection* interface in Java 8)
2. Get a *Stream* from an array like this:  
   *int[] arrOfInt = {1, 3, 5, 7};*

*Stream<Integer> strOfInt = Stream.of(arrOfInt);*

1. Get a *Stream* from any sequence of arguments: (the *of* method accepts a *varargs* argument – for a review of varargs see <https://docs.oracle.com/javase/1.5.0/docs/guide/language/varargs.html>)

*Stream<String> song = Stream.of(“gently”, “down”, “the”, “stream”);*

1. Two ways to obtain *infinite* streams: *generate* and *iterate* (remember stream operations are lazy)
   1. The *generate* function accepts a *Supplier<T>* argument; in practice, this means that it accepts functions (lambda expressions) with zero parameters.

*interface Supplier<T> {*

*T get();*

*}*

Example: *Stream* of constant values (“Echo”):   
*Stream<String> echoes = Stream.generate(() -> “Echo”);*

Example: *Stream* of random numbers:   
*Stream<Double>randoms = Stream.generate(Math::random);*

* 1. The *iterate* function accepts a seed value (of type *T*) and a *UnaryOperator<T>* argument.

*Interface UnaryOperator <T> {*

*T apply(T t);*

*}*

*iterate* - *Returns an infinite sequential ordered*Stream*produced by iterative application of a function*f*to an initial element*seed*, producing a*Stream*consisting of*seed*,*f(seed)*,*f(f(seed))*, etc.*

Example: *Stream* of natural numbers: (Here, *T* is *BigInteger*)   
*Stream<BigInteger> naturalNums =*

*Stream.iterate(BigInteger.ONE, n ->n.add(BigInteger.ONE))*

Can do the same thing with *Integers* instead of *BigIntegers*, but not with ints (we discuss Streams based on primitives later in the lesson)

Stream<Integer> stream2

= Stream.iterate(1, n ->n + 1));

Extracting Substreams and Combining Streams

1. *stream.limit(n).*The call *stream.limit(n)*returns a new stream that ends after n elements (or when the original stream ends if it is shorter). This method is useful for cutting infinite streams down to size.

Example:

*Stream<Double> randoms =*

*Stream.generate(Math::random).limit(100);*

yields a stream with 100 random numbers.

1. *stream.skip(n)*The call *stream.skip(n)discards* the first n elements.
2. *stream.concat(Stream)*You can concatenate two streams with the static *concat* method of the *Stream* class: This one IS IMPORTANT!   
     
   Example:

*Stream<Character> combined =*

*Stream.concat(characterStream("Hello"),*

*characterStream("World"));*

*// Yields the stream ['H', 'e', 'l', 'l', 'o', 'W', 'o', 'r', 'l', 'd']*

Note: For concatenation, the first stream should not be infinite—otherwise the second wouldn’t Ever be accessed.

Here is the *characterStream* method – transforms a String into a Stream of Characters:

*public static Stream<Character> characterStream(String s) {*

*List<Character> result = new ArrayList<>();*

*for (char c : s.toCharArray()) result.add(c);*

*return result.stream(); // returning a Stream here!*

*}*

Stream Operations:   
Use *filter* to Extract a Substream that Satisfies Specified Criteria

1. *filter* accepts as its argument a *Predicate<T>* interface.

*interface Predicate<T> {*

*boolean test(T t);*

*}*

Recall the earlier example: *final long count = words.stream().filter(w ->w.length() > 12).count();*

(It looks like ‘w’ is the argument for the ‘test’ method, and, the predicate is w.length() > 12 (JL))

1. The return value of *filter* is another *Stream*, so filters can be chained:

*words.stream()   
.filter(name ->name.contains(""+c))*

*.filter(name -> !name.contains(""+d))*

*.filter(name ->name.length()==len)*

*.count();*

Stream Operations:Use *map* to Transform Each Element of a Substream

1. *map* accepts a *Function* interface. Typical special case of the *Function* interface is

*interface Function<T,R> {*

*R apply(T t);*

*}*

1. A map accepts this type of *Function*  interface and returns a *Stream<R>* -- a stream of values each having type *R*, which is the return type of the *Function* interface. *map*s can therefore be chained.  
     
   Example: Given a list

*List<Integer>list*

of *Integer*s, obtain a list of *String*s representing those *Integer*s (T is *Integer*, R is *String*)

*List<String> strings = list.stream()  
 .map(x -> x.toString()) // x is an*

*//Integer here  
.collect(Collectors.toList())*

Application: Using *map* with Constructor References – DO THIS!!

1. *Class::new* is a fourth type of method reference, where the method is the *new* operator. Examples:
2. *Button::new* - compiler must select which *Button* constructor to use; determined by context. When used with *map*, the *Button(String}* constructor would be used, and the constructor reference *Button::new* resolves to the following lambda:  *str -> new Button(str)*(which realizes a *Function* interface, as required by *map*).

*List<String> labels = ...;*

*Stream<Button> stream = labels.stream().map(Button::new);*

*List<Button> buttons = stream.collect(Collectors.toList());*In this example, *map* passed each String in *labels* into the *Button* constructor and creates in this way a stream of labeled buttons, which are then collected together into a list at the end.

1. String::new GO OVER BRIEFLY!! (JL)
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*//Look at the Function class in Oracle Java API!!*

*//output: speakingcs*

Note: In this case*, String::new* is short for the lambda expression   
*charArray -> new String(charArray),* which is a realization of the *Function* interface*.*

*See Demo: lesson9.lecture.newstring*

Look at this one again!

1. int[]::new is another constructor reference, short for the lambda expression   
   *len -> new int[len]* (where *len* is an integer that is used as the new array length)

*OPTIONAL -* Exercise: What is the following code doing? What is the output when it is run?
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Question: In this example, the list *ints* is turned into a stream – could we change the code so that we start with a stream of integers*,*using one of the stream operations *iterate* or *generate*?

1. *Array constructor reference and the toArray method*If you have created a *Stream<String>,* we have seen how to output a *List<String>* from this stream, using *collect* (more on this later), but how to obtain an array *String[]*? A first try would be to provide a *toArray* method:  
    *Stream<String> stringStream = //…  
    String[] vals = stringStream.toArray(); //compiler error*

The *toArray* method exists, but produces an *Object[],* not a *String[]*. Can solve with a constructor reference:

*String[] vals = stringStream.toArray(String[]::new); //see*

*//Oracle API*
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Output:  
[Eleven, strikes, the, clock]

Stream Operations, continued: Use *flatMap* to Transform Each Element of a Substream and Flatten the Result (from a Stream of Streams (JL))

We illustrate *flatMap* with an example:

Suppose we apply the *characterStream* method (see earlier slide) to each element of a list, using map:

*List<String> list = Arrays.asList(“Joe”, “Tom”, “Abe”);*

*Stream<Stream<Character>> result = list.stream().map(s ->*

*characterStream(s))*

The *Streamresult* looks like a list of lists (really a stream of streams): *[[‘J’, ‘o’, ‘e’],[‘T’, ‘o’, ‘m’],[‘A’, ‘b’, ‘e’]].*

“Flattening” this *Stream* means putting all elements together in a single stream. This is accomplished using *flatMap* in place of *map*:

*Stream <Character> flatResult* = *list.stream().flatMap(s ->*

*characterStream(s))*

Output in this case has been *flattened*: *[‘J’, ‘o’, ‘e’, ‘T’, ‘o’, ‘m’, ‘A’, ‘b’, ‘e’].*

Stateful Transformations

1. The transformations discussed so far – *map, filter, limit, skip, concat* – have been *stateless:* each element of the stream is processed and forgotten.
2. Two *stateful* transformations available from a *Stream* are *distinct* and *sorted.*
3. Example of distinct:

*Stream<String> uniqueWords =*

*Stream.of("merrily", "merrily", "merrily", “gently").distinct();*

*//output: ["merrily", "gently"] // ‘distinct’ remembers!*

1. Example of sorted*:* (sorted accepts a *Comparator* parameter)

*//sort by decreasing lengths of words*

*List<String> words = Arrays.asList("Tom", "Joseph", "Richard");*

*Stream <String> longestFirst*

*= words.stream().sorted((String x, String y) ->*

*(new Integer(y.length()).compareTo(new Integer(x.length()))));*

*//show how this works with a concrete example like “hat” and “runner”. A trick is used here.*

*System.out.println(longestFirst.collect(Collectors.toList()));*

*//output: Richard, Joseph, Tom*

Note: This code uses some functional techniques, but notice that the *Comparator* still has the flavor of “how” rather than “what”.

Implementing *Comparator*s with More Functional Style

In previous example, we are seeking to sort “by *String* length”, in reverse order. Rather than specifying *how* to do that, we can use the new static *comparing* method in *Comparator*: *Stream<String> longestFirst = words.stream().sorted(Comparator.comparing(String::length).reversed());*

1. *Comparator.comparing* takes a *Function<T,U>* argument. The type *T* is the type of the object being compared – in the example, *T* is *String*. The type *U*  is the type of object that will actually be compared - since we are comparing lengths of words, the type *U* is *Integer* in this case.   
     
   Knowing these points makes it possible to write the call to *sort* even more intuitively.  
     
   *Function<String, Integer> byLength = x ->x.length(); //same*

*// as String::length*

*Stream<String> longestFirst = words.stream().sorted(Comparator.comparing(byLength).reversed())*Note: *reversed()* is a default method in *Comparator* that reverses the order defined by the instance of *Comparator* that it is being applied to.

1. Another example of *comparing* function: Create a *Comparator<Employee>* that compares *Employees* by *name*, and another that compares by *salary*

*Comparator<Employee> NameComparator*

*= Comparator.comparing(Employee::getName);*

*Comparator<Employee> SalaryComparator*

*= Comparator.comparing(Employee::getSalary);*

1. Support for *Comparators* that are *consistent with equals.*(Review consistency with equals issue in *lesson8.lecture.exercise.employeecode* and also in Lab 8)

- Recall when we wanted to sort *Employees* (where an *Employee* has a *name* and a *salary*) by

*name*, we needed to consider also the *salary*, or else the *Comparator* is not consistent with

*equals (Two people can have the same name here).*

- We use the *Comparing* and *thenComparing* methods of *Comparator*

*(‘thenComparing’ breaks ties when the comparing method has values that are not unique. (JL).)*
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*-* Notes:

* *comparing* is a static method of *Comparator*, and therefore cannot be chained
* *thenComparing* is a default method so can be chained; it modifies current *Comparator* by introducing its *compare* method just when the current *compare* method returns 0. (i.e. a tie, the same name in the first line above - byName (JL))

Getting Outputs from Streams: Reduction Methods

1. The last step in a pipeline of *Streams* is an operation that produces a final output – such operations are called *terminal operations* because, once they are called, the stream can no longer be used. They are also called *reduction methods* because they reduce the stream to some final value. We have already seen one example: *collect(Collectors.toList())*
2. *count:* Counts the number of elements in a *Stream.*

*List<String> words = //…*

*int numLongWords = words.stream().filter(w ->w.length() > 12).count();*

1. *max, min, findFirst, findAny* search a stream for particular values and will throw an exception if not handled properly. An easy way to handle:  
   Example: *max*

*Optional<String> largest = words.stream()*

*.max(String::compareToIgnoreCase);*

*if (largest.isPresent())*

*System.out.println("largest: " + largest.get());*

*An Optional* is a wrapper for the answer – either the found *String* can be read via *get(),* or a *Boolean* flag (isPresent) can be read that says no value was found (for example, if the stream was empty).You can call *get()* on an *Optional* to retrieve the stored value, but if the value was not found, so that the *Optional* flag *isPresent* is false, calling *get()*produces a *NoSuchElementException.*

Example*: findFirst*

*Optional<String> startsWithQ*

*= words.stream().filter(s ->s.startsWith("Q")).findFirst();*

Example*: findAny* This operation returns *an element* if any match is found*, empty* otherwise; this one works well with parallel streams: LOOK AT API, a bit different!

*Optional<String> startsWithQ = words.parallelStream()  
 .filter(s ->s.startsWith("Q"))  
 .findAny();*

Working with *Optional* – A Better Way to Handle *Null*s

1. The previous slide introduced the *Optional*class. *Optional* was added to Java to make handling of *nulls*  less error prone. However notice

*if (optionalValue.isPresent()) optionalValue.get().someMethod();*

is no easier than

*if (value != null) value.someMethod();*

The *Optional* class, however, supports other techniques that are superior to checking *null*s*.*

1. The *orElse* method – if result is *null*, give alternative output using *orElse*

*//*NEW WAY

*public static void pickName(List<String> names, String startingLetter) {*

*final Optional<String> foundName =*

*names.stream().filter(name -> name*

*.startsWith(startingLetter))*

*.findFirst();*

*System.out.println(String.format("A name   
 starting with %s: %s",startingLetter,*

*foundName.orElse("No name found")));*

*}  
}*

*//The orElse method on an Optional returns the //value stored in the Optional if present, or //else returns the alternative value (having same //type as the value stored in original Optional) //that is supplied as the argument to orElse*

//OLD WAY

*Public static void pickName(List<String> names, String startingLetter) {  
 String foundName = null;  
for(String name : names){  
if(name.startsWith(startingLetter)) { foundName = name;  
 break;  
 }  
 }  
System.out.print(String.format("A name  
 starting with %s: ", startingLetter));  
if(foundName != null) {   
System.out.println(foundName);  
 } else {  
System.out.println("No name found");  
 }  
}*

Use *ifPresent(Consumer)* to invoke an action and skip the *null* case completely.

*Public static void pickName(List<String> names, String startingLetter) {*

*final Optional<String> foundName =*

*names.stream()*

*.filter(name ->name.startsWith(startingLetter))*

*.findFirst();*

*foundName.ifPresent(name ->System.out.println("Hello " + name));*

*}*

Question*.* Why did the Java creators insert a lambda as the argument for *ifPresent* here?

Answer. See the Oracle Java API.

The *reduce* Operation

The *reduce* operation lets you combine the terms of a stream into a single value by repeatedly applying an operation.

Example We wish to sum the values in a list of numbers. Procedural code:
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Using the *reduce* operation, the code looks like this:
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First argument is an initial value; it is the value that is returned if the stream is empty (it is also the *identity element* for the combining operation). The second argument is a lambda for *BinaryOperator<T>*

*Interface BinaryOperator<T> {  
 T apply(T a, T b);  
}*

Applied to a list of numbers, this *reduce* operation returns the sum of all the numbers. The initial value makes sense here because the “sum of an empty set of numbers is 0”.

The initial value is also used to produce the final computation. For example, if *numbers* is [2,1,4,3], then the *reduce* method performs the following computation:

(((0 + 2) + 1) + 4) + 3 = 10

A parallel computation can improve performance. Say [2,1,4,3] is broken up into [2,3],[4,1]. Then in parallel we arrive at the same answer in the following way:

*sum1 = (0 + 2) + 3 sum2 = (0 + 4) + 1 combined = sum1 + sum2 = 10*

How could we form the *product* of a list of numbers?

Example We form the product of a list *numbers* of numbers. For the initial value, we ask, “What is the product of an empty set of numbers?” By convention, the product is 1. (Note that 1 is the identity element for multiplication.) Here is the line of code that does the job:

![](data:image/png;base64,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)

Example. What about subtraction? What happens when the following line of code is executed? Try it when *numbers* is the list [2, 1, 4, 3].

*int difference = numbers.stream().reduce(0, (a, b) ->a - b);*

Here, the computation proceeds like this: *(((0 – 2) – 1) – 4) – 3) //output: -10*

The problem here is that performing this computation in parallel gives a different result; subtractions are grouped differently for a parallel computation. For instance, during parallel computation, if [2,1,4,3] is broken up into [2,3] and [4,1], the computation would look like this:

*diff1* = *(0 – 2) – 3 diff2 = (0 – 1) – 4 combined = diff1 - diff2 = 0*

For this reason, a requirement concerning *reduce* is:

*Only use reduce on associative operations.*

(Note that + and \* are associative, but subtraction is not.)See the demo *lesson9.lecture.reduce.*

The reduce method has an overridden version with only one argument*.*

Continuing with the sum example, here is a computation with the overridden version:
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This version of *reduce* produces the same output as the earlier version *when the stream is nonempty,* but it is stored in an *Optional* in this case. When the stream is empty, the *reduce* operation returns a null, which is again embedded in an *Optional.*

Main Point 1

When a *Collection* is wrapped in a *Stream*, it becomes possible to rapidly make transformations and extract information in ways that would be much less efficient, maintainable, and understandable without the use of *Stream*s. In this sense, *Stream*s in Java represent a deeper level of intelligence of the concept of “collection” that has been implemented in the Java language. When intelligence expands, challenges and tasks that seemed difficult and time-consuming before*,* can become effortless and meet with consistent success. This is one of the documented benefits of TM practice.

Collecting Results

One kind of terminal operation in a stream pipeline is a *reduction* that outputs a single value, like *max* or *count*. Another kind of terminal operation collects the elements of the *Stream* into some type of collection, like an array, list, or map. We have seen examples already*.*

Example: Collecting into an array

*String[] result = words.toArray(String[]::new); //toArray is overloaded in a List.*

*For the teacher - Look at the original file, at the end, in*

*the Standard courses directory.*

*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\**

*Teach the peek() method*

This method exists mainly to support debugging, where you want to see the elements as they flow past a certain point in a pipeline: (from the Oracle Java API)

Stream.of("one", "two", "three", "four")

.filter(e -> e.length() > 3)

.peek(e -> System.out.println("Filtered value: " + e))

.map(String::toUpperCase)

.peek(e -> System.out.println("Mapped value: " + e))

.collect(Collectors.toList());

CONNECTING THE PARTS OF KNOWLEDGE  
WITH THE WHOLENESS OF KNOWLEDGE

## Declarative programming and command of all the laws of nature

1. In Java SE 7, the only first-class citizens are objects, created from classes. The valuable techniques of functional programming and a declarative style can be approximated using functional interfaces.
2. In Java SE 8, functions – in the form of lambda expressions – have become first-class citizens, and can be passed as arguments and occur as return values. In this new version, the advantage of functional programming with its declarative style is now supported in the language.

-------------------------------------------------------------------------------------------------
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2. Impulses Within the Transcendental Field: As TC becomes more familiar, more and more, intentions and desires reach fulfillment effortlessly, because of the hidden support of the laws of nature.
3. **Wholeness moving within Itself**: In Unity Consciousness, one finally recognizes the universe in oneself – that all of life is simply the impulse of one’s own consciousness. In that state, one effortlessly commands the laws of nature for all good in the universe.